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Introduction
In this paper, we address privacy issues related to ranked retrieval model in web data-
bases, each of which takes private attributes as part of input in the ranking function. 
Many web databases have both public and private attributes which serve different pur-
poses. Websites, which are the owners of web databases, show the public attributes but 
keep private attributes invisible to the public. For example, social network websites pro-
vide privacy settings which allow users to control the visibility of user profiles by hid-
ing certain attribute values from public view. In order to maximize the protection effect, 
these websites also hide private attributes in query results so that the public can only 
access attributes that are set to public by users. Many websites believe that the adver-
sary is unable to reveal the private attribute values from query results though private 
attributes have been taken as part of input in the ranking function. They declare that the 
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private attributes are well protected. Intuitively, users indeed cannot view others’ pri-
vate attribute values and their own private attribute values are hidden from public view. 
Users trust these websites because they believe that “what you see is what you get,” and 
are persuaded to input sensitive personal information as private attributes to databases. 
However, the investigation in [1] proved that though the values of private attributes 
could be hidden from public view, they still can be inferred from the ranked results.

Motivation

According to the study by Rahman et al., one can infer the values of private attributes of 
a victim tuple by issuing well-designed queries through a top-k query interface. Rahman 
et al. discovered that under the premise that the ranking function satisfies both mono-
tonicity condition and additively condition [1], the problem of excluding a value θ of a 
private attribute B1 in its domain can be reduced to finding a pair of differential queries 
qθ and q′θ which satisfy the following properties: (1) they hold the same predicate on all 
attributes but B1 , (2) qθ [B1] = θ while q′θ [B1] �= θ , and (3) qθ returns the victim tuple v 
while q′θ does not. An adversary therefore is able to infer the value of a private attribute 
by excluding all but one value in the domain if the domain is discrete and finite. Most 
research done to date has focused on the development and evaluation of effective rank-
ing functions of the ranked retrieval model. Thus, the discovery of this unprecedented 
privacy risk attracted our interest because it had not been adequately addressed by any 
existing defense techniques so far.

Before introducing our technical results, we would like to first review existing privacy-
preserving techniques. The most straightforward method for privacy preserving is com-
pletely removing all private attributes from ranking functions. In this case, the query 
results do not contain any information of private attributes. However, in practical, the 
benefit of adding such private attributes as inputs is obvious: higher effectiveness (e.g., 
dating sites may take sensitive private attribute race and religion into consideration dur-
ing matching their users). Therefore, in this paper, we focus on preserving private attrib-
utes as well as maintaining the utility of ranking functions.

There has been extensive work on privacy preserving in databases using data pertur-
bation in which tuples in the databases are modified to protect sensitive information. 
Multiplicative noise [2] masks continuous data by adding variance to the original data. 
Micro-aggregation [3] groups individual records into small aggregations and replaces the 
values of each record with the average value of each group. However, variance or aver-
ages cannot be computed for categorical data, especially non-numeric data. Therefore, 
multiplicative noise and micro-aggregation cannot solve the problem where datasets 
contain non-numeric categorical data. Rule hiding [4] proposed a strategy that reduces 
the confidence of rules that specify how significant they are, given the inference rules 
known. Categorical data perturbation [5] proposed a guarantee of privacy by limiting 
the posterior probability of perturbed dataset, which suffers from high utility loss. Data 
swapping [6] swaps the values of sensitive records with non-sensitive records in order to 
protect privacy of the former while maintain summary statistic of the dataset. However, 
in our setting, our goal is to preserve privacy of private attributes of all records. Data 
shuffling [7] preserves privacy of numeric attributes by swapping their values with each 
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other. This method, however, is limited by the distribution of datasets and subsequent 
utility loss.

Condensation is another approach of privacy-preservation data mining. Aggarwal and 
Philip [3] treat tuples as data points in a multidimensional space and try to cluster all 
data points in a database. However, this method requires a distance function for tuples 
in a database. Therefore, attributes have to be numerical. Furthermore, we need prior 
knowledge to scale and standardize different attributes on different axes.

Suppression and generalization on databases have a number of studies [8–10]. This 
paper [8] analyzed the risk of releasing data without the consideration of re-identifica-
tion by linking. Sweeney [8] provided the k-anonymity protection model. Sweeney et al. 
[11–13] also gave real-world systems which adopted the k-anonymity protection. Even 
the following research of [9, 10] proposed l-diversity and t-closeness, we cannot ignore 
the fact that in a ranked retrieval model, namely, we take into account the private attrib-
ute values but we do not return the entire dataset regarding a single query. Neverthe-
less, it is possible to directly apply the suppression and generalization on the dataset, but 
none of the approaches considered the optimization on ranked retrieval models.

Another widely studied approach in the academic area is the differential privacy [14]. 
It protected the privacy of individual when releasing statistical information of databases 
by adding noise. Dwork et al. [15] then studied the algorithmic foundations of differen-
tial privacy. Moreover, Wasserman and Zhou [16] introduced a statistical framework for 
differential privacy. However, in practice, the differential privacy sometimes is not the 
first choice for the data owner because of its recondite.

An alternate approach is query auditing [17]. Query auditing is the process of exam-
ining past actions to check whether they were in conformance with official policies. 
In a specific online database system, query auditing is the process of examining user’s 
queries answered in the past and denying queries from the same user that could poten-
tially cause a breach of privacy. However, it is inadequate to assume that an adversary is 
limited to only one account. In fact, many online databases impose no or loose restric-
tions on the number of accounts a user can create and the number of queries an account 
can issue every day. A recent study [1] shows that privacy can be compromised without 
breaking query auditing. As mentioned by [1], an adversary is able to infer private attrib-
ute values of any user in eHarmony1 with freely created accounts. In fact, the adversary 
conducts only two kinds of operations: creating accounts and issuing a number of que-
ries, whose accesses are open to the public.

The limitation of any defense techniques for specific attacking methods (e.g., [18]) is 
that the defense technique eventually loses its effectiveness if the adversary changes the 
way of attack. In this paper, we remove the constraints on the methods of attack adopted 
by the adversary. In our framework, we allow a complete adversary that is able to com-
promise private attribute values through the top-k results in arbitrary attacking meth-
ods. We also allow a harmless user do the same querying operations to acquire top-k 
results as usual. Since attacking techniques can no longer be used to differentiate adver-
saries, we categorize adversaries by their prior knowledge—the domain of private attrib-
utes they are going to infer.

1  eHarmony is an online dating website. It was launched on August 22, 2000, and is based in Los Angeles, California.
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Overview of technical results

In this paper, we propose a formal definition of adversaries. We divide adversaries into 
two categories:

1.	 The first category of adversaries are those who have no prior knowledge of attributes. 
Thus, adversaries cannot validate the authenticity of any tuple. We refer to this class 
of adversaries as domain-ignorant adversaries.

2.	 The second category of adversaries are those who have prior knowledge of non-triv-
ial attributes. This category of adversaries is able to validate the authenticity of an 
attribute value. For example, this category of adversaries can at least exclude a value 
of a target’s private attribute if the value cannot coexist with target’s public attributes 
according to the prior knowledge. We refer to this category of adversaries as domain-
expert adversaries.

In this paper, we will focus on both categories of adversaries. We believe that classify-
ing adversaries based on the extent of prior knowledge rather than their techniques of 
attacking is better for the following reasons: first, it is relatively feasible to determine 
whether the adversary has prior knowledge. Second, in terms of data owner, in practice 
it is unrealistic to predict the techniques that may be used by the adversaries. Moreover, 
we cannot deny the fact that adversaries will launch multiple attacks at the same time in 
order to maximize the effect of their attacks.

In this study, we focus on the rank inference problem, in which the adversary infers 
the values of private attributes by issuing kNN queries through a top-k query interface. 
The rank inference problem is privacy leakage discussed in [1]. Rahman el al. proved 
that a ranking function designed without taking privacy issues into consideration may 
lead to privacy leakage of private attributes, even though private attribute values are not 
exposed to the public. Our goal in this paper is not to design solutions for an individual 
rank inference problem. Instead, we are using the rank inference problem as an example 
to illustrate our methodology to deal with adversaries without technique restrictions.

For domain-ignorant adversaries, as we will show in this paper, we focus on preserv-
ing privacy by constructing virtual tuples. Because the ranked results will be modified 
by ESVT, a trade-off between privacy protection and utility loss will be fully discussed. 
As such, we propose a framework in "Framework with virtual tuples" section, which 
provides our privacy guarantee while maximizing data utility. We prove that framework 
strongly protects privacy of victim tuples against all domain-ignorant adversaries. We 
further prove that the optimal algorithm implementing our framework is a NP-complete 
problem. To evaluate our framework, we develop a heuristic algorithm in "Framework 
with virtual tuples" section, which meets our requirement of privacy with the trade-off 
of a little utility loss.

For domain-expert adversaries, in this paper we consider the construction of a robust 
framework that defends against arbitrary attacks by domain-expert adversaries while 
minimizing the utility loss. As such, we propose ESTT algorithm of constructing pri-
vacy-preserving framework. Then we evaluate its privacy guarantee, and prove that 
the privacy is preserved. Then we consider an optimal solution for constructing the 



Page 5 of 25Yan et al. Comput Soc Netw             (2019) 6:6 

framework with the minimal number of Data Obfuscations. We prove that the optimal 
solution is an NP-complete problem even under a relatively simple structure. We thereby 
propose a heuristic implementation. The experiment results show that we successfully 
well protected the privacy of private attributes in ranked retrieval model. Our work is 
unprecedented because our privacy-preserving framework significantly increases the 
privacy preservation under any the attacking methods.

The rest of the paper is organized as follows. In “Framework” section, we introduce the 
framework. In “Adversary model” section, we introduce our adversary model. In “Frame-
work with virtual tuples” section, we present an implementation of the Framework with 
virtual tuples, along with privacy and utility loss analysis. In “Framework with true 
tuples” section, we present an implementation of the framework with true tuples, along 
with privacy and utility loss analysis. We present experiment results in “Experimental 
results” section, followed by final remarks in “Final remarks” section.

Framework
Ranked retrieval model

As discussed in the introduction, many web databases store both public and private 
attributes of users. In recent years, a large number of databases have been adopting the 
ranked retrieval model. Within proper ranking function, the system returns tuples that 
best satisfy the query (e.g., returns top-k-tuples). Consider an n-tuple (i.e., n-user) data-
base D with a total of m+m′ attributes, including m public attributes A1, . . . ,Am and 
m′ private attributes B1, . . . ,Bm′ . Let VA

i  and VB
j  be the attribute domain (i.e., set of all 

attribute values) for Ai and Bj , respectively. We use t[Ai] (resp. t[Bj]) to denote the value 
of a tuple t ∈ D on attributes Ai (resp. Bj ). For the purpose of this paper, we assume there 
is no duplicate tuple in the database.

Our ranked retrieval model is formalized as follows. Given a top-k query q, the model 
is able to compute a score s(t|q) based on a predetermined ranking function for each 
tuple t ∈ D , and returns the k-tuples with the highest s(t|q). In this paper, we consider a 
linear ranking function. The linear ranking function can be defined as

where wA
i  , wB

j  ∈ (0, 1] are the ranking weights for attributes Ai and Bj , respectively. 
In this paper, we consider the case that attributes Ai and Bi are categorical, and 
ρ(q[Ai], t[Ai]) = 1 if q[Ai] = t[Ai] ( q[Bj] = t[Bj] , respectively), or 0 if q[Ai] �= t[Ai] 
( q[Bj] �= t[Bj] , respectively). ρ can be easily extended to numerical attribute cases in 
which ρ(q[Ai], t[Ai]) = |q[Ai] − t[Ai]| ( |q[Bj] − t[Bj]| , respectively). We note again that 
the ranking function follows the monotonicity and additivity properties.

Problem statement

Ideally, we want to keep adversaries from retrieving the private attributes’ values of vic-
tim tuple v from ranking results. In practice, adversaries may retrieve the possible private 
attribute’ values through arbitrary attacks. However, if adversaries cannot 100% determine 
the values of v’s private attributes, we can conclude that privacy of private attributes is well 

(1)s(t|q) =

m
∑

i=1

·wA
i · ρ(q[Ai], t[Ai])+

m′
∑

j=1

·wB
j · ρ(q[Bj], t[Bj]),
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preserved. We define the privacy of v[Bj] as Pv[Bj] , which is the possibility that an arbitrary 
adversary fails to infer the value of v[Bj] . Therefore, Pv[Bj] = 0 represents the worst case 
where privacy of v[Bj] is compromised, while Pv[Bj] = 1 represents an ideal case where an 
adversary is unable to infer the authentic value of v[Bj].

In this paper, the objective of privacy preserving is to protect all private attributes of any 
tuple t. Therefore, we define the privacy-preserving problem as

where ǫ is a constant that we present as a privacy guarantee.

Privacy‑preserving framework

In the framework, we want to keep the adversary from identifying a victim tuple v from 
ranked results. We find that it can be achieved by finding at least another tuple t (where 
t  = v ) which has the same ranking score as v for all queries. In the query results, the rank 
of v is equal to the rank of t for an arbitrary q ∈ Q , where Q is the set of all possible queries:

We now prove that v and t are indistinguishable if v and t are equivalent. Given 
two tuples v and t, where v[Ai] = t[Ai] , and two databases D1 and D2 , where 
D2 = (D1 − {v} ∪ {t}) . Consider v and t are equivalent. By simply issuing queries and 
examining the ranked results, the adversary cannot distinguish D1 from D2 . Therefore, v 
and t are indistinguishable.

As such, we introduce the construction of an Equivalent Set, which is to put the victim 
tuple t into a set in which all tuples are equivalent in any ranked results. In this paper, we 
name this set as the Equivalent Set and denote it as Et . We define Equivalent Set as follows:

Definition 1  In a set Ev = {v, t1, . . . , tk} , where v[Ai] = t1[A1] = · · · = tk [Ai] , and 
v, t1, . . . , tk are equivalent, we call the set Ev as the Equivalent Set, and the domain of Bj 
as CB

j .

To achieve privacy of v[Bj] , since any technique based on ranked results cannot distin-
guish v, t1, . . . , tk in Ev , the privacy guarantee of v[Bj] is

To achieve our guarantee of privacy preservation defined in (2), we have to make sure 
that (a) for each t ∈ D , t is included by one and only one equivalent set Et and (b) the pri-
vacy guarantee defined in (3) is valid for any j ∈ {1, . . . ,m′} . Note that for the condition 
a, if t is not included by any Et , then obviously t is not protected. Our privacy guarantee 
cannot be achieved. Also, if t appears in more than one Et , e.g., t ∈ Et and t ∈ E′

t , then 
according to Definition 1, all elements in Et and E′

t are equivalent and, thus, Et and E′
t 

should be merged into a new E′′
t .

In the privacy-preserving framework, except the victim tuple, the other tuples in the 
equivalent set could be either virtual tuples or true tuples. We will give details of two 
implementations which construct equivalent set with virtual tuples and with true tuples.

(2)∀t ∈ D, j ∈ {1, . . . ,m′}, Pt[Bj] ≥ ǫ,

∀q ∈ Q, Rank(v|q) = Rank(t|q).

(3)Pv[Bj] =

(

1−
1

|CB
j |

)

∗ 100%.
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Utility loss measurement

To quantify utility loss provided by a method, we use a measurement based on the dis-
tance of ranked results before and after applying our privacy-preserving frameworks, 
respectively. Given a database D and a set of all possible queries Q, we define utility loss 
as follows:

where Rank(t|q), Rank′(t|q) refer to the ranks of tuple t given query q before and after 
applying our privacy-preserving frameworks, respectively.

Adversary model
We mentioned that the adversary wants to compromise private attribute values of a vic-
tim tuple v through arbitrary attacks. Without loss of generality, we make the assump-
tion that an adversary has knowledge about the ranking function and all the public 
attributes. Furthermore, we assume that the adversary is able to issue queries and insert 
tuples with specified values to the database.

As we discussed in "Motivation" section, prior knowledge of attributes will definitely 
help the adversary to perform a more effective attack.

For example, when θ(VB
j ) is a uniform distribution, the prior knowledge of adversaries 

can be ignored. When θ(VB
j ) is a non-trivial prior distribution for VB

j  , the prior knowl-
edge of adversaries possess can potentially be used to launch more effective attacks, e.g., 
for a victim tuple t, adversaries prefer to choose some t[Bj] based on the distribution.

Thus, we partition the adversary into two categories: (1) The adversary has no prior 
knowledge of attributes; (2) the adversary has prior knowledge of attributes.

We assume that the objective of the adversary is to maximize the following gA value

where θ(VB
j ) stands for the adversary’s prior knowledge of VB

j  . The prior knowledge may 
have diverse forms, e.g., correlations between v[Ai] and v[Bj] . In this case, the adversary 
can infer v[Bj] by knowing v[Ai] , where v[Ai] is known in public. Here we assume that 
the adversary is able to validate the authenticity of v[Bj] based on θ(VB

j ) . This model can 
describe various kinds of adversaries because the adversary can possess the |VB

j | , and 
thus can assume arbitrary value in |VB

j | be the true v[Bj] . The adversary can validate this 
arbitrary value by θ(VB

j ).

Definition 2  An adversary is domain-ignorant if the adversary has no prior knowledge 
of attributes. An adversary is domain-expert if the adversary has prior knowledge of 
non-trivial attributes.

As we discussed in “Privacy-preserving framework” section, a tuple in equivalent 
set could be either virtual or true tuple. Based on the classification of adversaries, we 
propose two implementations of privacy-preserving framework in this paper:

(4)U =
∑

t∈D

∑

q∈Q

|Rank(t|q)− Rank′(t|q)|
,

(5)gA = Pr(v[Bj] = a|θ(VB
j )),
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•	 The implementation with virtual tuples. Except v, other tuples in Ev are virtual. 
We demonstrate details in "Framework with virtual tuples" section.

•	 The implementation with true tuples. Include v, every tuple in Ev is true. We 
demonstrate details in "Framework with true tuples" section.

Framework with virtual tuples
Design

In this section, we introduce the construction of ESVT, i.e., equivalent sets con-
structed with virtual tuples which are generated by our framework instead of col-
lecting from real data. In order to ensure the effectiveness of the ranked retrieval 
model, we do not show virtual tuples in ranked results.

As we proved in "Privacy-preserving framework" section, an adversary can-
not distinguish tuples in an equivalent set by issuing queries and inserting tuples. 
We observe that an equivalent set does not have to be formed by true tuples if the 
adversary has no prior knowledge of the authenticity of the tuples. Consider the 
following situation. Given a database D, a tuple v ( v ∈ D ) and a ranking function 
s(t|q), imagine we construct a virtual tuple t1 such that t1 is same with v over all 
public attributes and different from v over all private attributes. And when generat-
ing the rank scores of v and t1 given an arbitrary query q, we use s′(v|q) and s′(t1|q) 
( s′(v|q) = s′(t1|q) =

s(v|q)+s(t1|q)
2  ) instead of s(v|q) and s(t1|q) , respectively. Though t1 

is a virtual tuple that does not exist in D, v and t1 still form an equivalent set {v, t1} 
since s′(v|q) = s′(t1|q) for any queries. As a result, |CB

j | = 2 and Pv[Bj] = 50% . For a 
domain-ignorant adversary, we can achieve the privacy guarantee with virtual tuples.

An intuitive algorithm to generate an equivalent set of size e + 1 for tuple v is to 
generate e virtual tuples t1, . . . , te such that ti[Bj] �= v[Bj] , for all i ∈ {1 . . . e} and 
j ∈ {1 . . .m′} . Specifically, let the initial Ev = {v} . Then we can generate a virtual 
tuple t1 by assigning each t1[Ai] with v[Ai] and each t1[Bj] with a value randomly 
picked from VB

j \ {v[Bj]} for all i ∈ {1, . . . ,m} and j ∈ {1, . . . ,m′} . In order to achieve 
the privacy guarantee Pv[Bj] ≥ ǫ , we can further generate more virtual tuples t2, . . . , te 
to enlarge each CB

j  until 1− 1
|CB

j |
≥ ǫ for j ∈ {1, . . . ,m′} . We name 

min{|CB
j |}, ∀j ∈ {1, . . . ,m′} as the cardinality of Ev.

Privacy guarantee: For database D where every v ∈ D is included by one and only 
one equivalent set whose cardinality is at least l, a privacy level of ǫ = 1− 1

l
 is 

achieved. Let us consider an arbitrary v ∈ D . Since v is included by an equivalent set 
of at least l cardinality, there are at least l − 1 other tuples in Ev that have different 
values in Bj compared with v. For a domain-ignorant adversary, it is impossible to 
distinguish v with the l − 1 tuples in Ev . Therefore, we have Pv[Bj] ≥ 1− 1

l  for ∀v ∈ D 
and ∀j ∈ {1, . . . ,m′} . According to (2), a privacy level of 1− 1

l
 can be achieved.
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Utility optimization

In this section we consider the utility optimization of ESVT. In (4) we defined a general 
metric of utility loss based on the sum of rank differences of all tuples for all possible 
queries. In order to practically measure the utility loss, we introduce query workload, 
which is a set of queries, to our framework. Consider that we are given a query workload 
W and are required to optimize the utility loss on W. Equation (4) can be rewritten as

where W is the query workload.
Without loss of generality, we consider constructing equivalent sets of cardinality 2, 

i.e., to generate a virtual tuple t1 for each v ∈ D . In order to achieve privacy, in a Ev of 
cardinality 2, v[Bj] �= t1[Bj] for ∀j ∈ {1, . . . ,m′} . Now the problem is, given a query work-
load W, how can we find the assignments of virtual tuples’ private attributes that mini-
mize UW  . We prove that this problem is NP-Complete (see Appendix 4).

Heuristic algorithm

Since 2-Equivalent Problem is proved to be NP-Complete, we develop a heuristic algo-
rithm which approximates the criteria of UW  that can be solved in polynomial time. To 
minimize utility loss UW  defined by (6), a heuristic approach is proposed to minimize 
the difference between s(v|q) and s(t1|q) for all v ∈ D and q ∈ Q . This new measure of 
utility, denoted as US , is an approximation of UW  . We define US as

where s(v|q), s′(v|q) refer to the scores of tuple v given query q before and after the mod-
ification, respectively, i.e., s′(v|q) = s(v|q)+s(t1|q)

2 .

We start with Algorithm ESVT constructor which aims at constructing equivalent sets 
of size 2 for each v ∈ D . Then we show that constructing equivalent sets can be achieved 
by constructing virtual tuples successively. Finally we analyze the cost of the algorithm.

(6)UW =
∑

q∈W

∑

v∈D

|Rank(v|q)− Rank′(v|q)|,

(7)US =
∑

q∈Q

∑

v∈D

|s(v|q)− s′(v|q)|
,
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Algorithm 1: ESVT Constructor
Input: k, D, m, m , W
Output: ESet

1 ESet = ∅;
2 for v in D do
3 t1 = (v[A1], . . . , v[Am], 0, . . . , 0);
4 for l = 1 to m do
5 for i = 1 to |W | do
6 for j = 1 to |W | do
7 if qi[Bl] == qj [Bl] then
8 p

Bl
i [j] = 1;

9 else
10 p

Bl
i [j] = 0;

11 end
12 end
13 end

14 p
Bl
|W |+1 = (0, . . . , 0);

15 end

16 Hm ∗(|W |+1),|W | =
pB1
1 , · · · , pB1

|W |+1, p
B2
1 , · · · ,

pB2
|W |+1, · · · , p

Bm
1 , · · · , pBm

|W |+1

T

;

17 G = (s(v|q1), . . . , s(v|q|W |));
18 solve MIQP problem with independent variable x̂:
19 min(F (x)) = x̂TH2x̂− fx̂+G2 where H2 = HHT and f = 2 ∗GHT subject to: x̂[i] = 0

or 1 for all i ∈ 1, . . . ,m ∗ (|W |+ 1) and
x[i ∗ (|W |+ 1) + 1] + x[i ∗ (|W |+ 1) + 2] + · · ·+ [i ∗ (|W |+ 1) + |W |+ 1] = 1 for all
i ∈ {1, . . . ,m };

20 for i = 1 to m do
21 for j = 1 to |W |+ 1 do
22 if x̂[(i− 1) ∗ (|W |+ 1) + j] == 1 then
23 if j == |W |+ 1 then
24 t [i] = qb, qb ∈ DSBi

;
25 else
26 t [i] = qj [Bi];
27 end
28 end
29 end
30 end
31 Ev = {v, t1};
32 ESet = ESet ∪ Ev;
33 end

The pseudo code of this algorithm is shown in Algorithm  1. Given inputs tuple 
v(private attributes B1, . . . ,Bm′ ) and query workload W, ESVT constructor constructs 
a virtual tuple t1 for v and minimize 

∑

q∈W |s(v|q)− s(t1|q)| . We achieve this goal by 
creating a tuple t1 which shares the same values with v on all public attributes and then 
assigning t1[B1], . . . , t1[Bm′ ] with proper values. Without loss of generality, we assume 
that the value of all public attributes of v is null. Thus the initial s(v|q) is 0. Our algorithm 
is expected to decrease the value of Sremain =

∑

q∈W (s(v|q)− s(t1|q))
2 to minimize the 

difference between s(v|q) and s(t1|q) for every q ∈ W .
We start with the first private attribute B1 . We define QVSB1 as ∪q∈Wq[B1] , i.e., the 

domain of B1 in W. For B1 , there are |VB
1 | candidate values for us to choose from. However, 

values in VB
1 − QVSB1 are equivalent and interchangeable: let set DSB1 = VB

1 − QVSB1 . 
For an arbitrary value d1 ∈ DSB1 , assignment t1[B1] = d1 will not change the value of 
s(t1|q) , q ∈ W  because d1  = q[B1], q ∈ W  . Thus all the values in DSB1 have the same 
effect on B1 and we can use a single value dB1 to represent them. Now we have |W | + 1 
candidate values for attribute B1 : q1[B1], . . . , q|W |[B1], dB1 . For each candidate value 
qb, we use a 0–1 vector of length |Q| to describe the effect of assignment t1[B1] = qb 
on s(t1|q1), . . . , s(t1|q|W |) and denote it as p̂B1i  . The value of p̂B1i [j] refers to the effect of 
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assignment t1[B1] = qi[B1] on s(t1|qj) . For instance, if qi[B1] = qj[B1] , then the value of 
s(t1|qj) will increase by 1 and thus we let p̂B1i [j] = 1 . If qi[B1] �= qj[B1] , then the value 
of s(t1|qj) remains the same and we should let p̂B1i [j] = 0 . Note that p̂B1|W |+1 , the vector 
describing the effect of t1[B1] = dB1 , is a zero vector. Also note that if qi[B1] = v[B1] then 
we let p̂B1i = {∞, . . . ,∞} , as we do not want to assign t1[B1] the same value of v[B1].

Now we have constructed |W | + 1 vectors ( p̂B11 , . . . , p̂
B1
|W |+1) for B1 . In the same way we 

can also construct |W | + 1 vectors for each attributes B2, . . . ,Bm′ j . Note that the assign-
ment of B1 is not independent from the assignment of B2 and all the other private attrib-
utes. Therefore we set up a goal vector G = {s(v|q1), . . . , s(v|q|W |)} . Now the problem of 
minimizing 

∑

q∈W |s(v|q)− s(t1|q)|
2 is transformed into problem:

The solution of (8) can be described by a column vector x̂ of length m ∗ (|W | + 1) such 
that the i ∗ (|W | + 1)+ jth element of x̂ is equal to one if and only if pBi = p

Bi
j  and is 

equal to zero in other conditions. To solve problem (8), we construct matrix H as

Note that 
∑m

i=1 p
Bi in (8) is equal to x̂T ∗H . Thus (8) can be further formalized to 

problem:

subject tox̂[i] = 0 or 1for all i ∈ 1, . . . ,m′ ∗ (|W | + 1) and x[i∗(|W |+1)+1]+x[i∗(|W |+
1)+ 2] + · · · + [i ∗ (|W | + 1)+ |W | + 1] = 1 for all i ∈ 1, . . . ,m′.

Problem (9) is a mixed integer quadratic programming problem (MIQP). The param-
eter H2 in (9) is a positive definite matrix. Therefore, we can solve the MIQP problem in 
polynomial time [19] and use x̂ to construct t1.

The above algorithm can be further extended to the case when the cardinality of 
equivalent sets is larger than 2 by simply removing t1[B1], . . . , t1[Bm] from VB

1 , . . . ,V
B
m′ , 

respectively, after constructing t1 . Then we can generate another virtual tuple t2 for v by 
repeating the process that generates t1 . For a dataset of n tuples, the computational com-
plexity of Algorithm 1 is O(n ·m′3).

Framework with true tuples
The feasibility of privacy-preserving framework is established in “Framework with vir-
tual tuples” section. Recall that the domain-expert adversaries hold the prior knowledge 
of non-trivial attributes. In "Domain-expert adversaries" section, we firstly study the 
ability of domain-expert adversaries and how this ability can break the privacy guaran-
tee of the privacy-preserving framework proposed in “Framework with virtual tuples” 
section. In "Design" section, we introduce a new implementation of privacy-preserving 
framework and prove its privacy guarantee. In "Utility optimization" section, we analyze 
its utility loss and propose an optimal solution to minimize the utility loss. We give a 

(8)min

∣

∣

∣

∣

∣

m
∑

i=1

pBi − G

∣

∣

∣

∣

∣

2

, where each pBi is chosen from {p
Bi
1 , . . . , p

Bi
|W |+1}.

Hm′∗(|W |+1),|W | =
[

p
B1
1 , . . . , p

B1
|W |+1, p

B2
1 , . . . , p

B2
|W |+1, . . . , p

Bm′

1 , . . . , p
Bm′

|W |+1

]T
.

(9)minF(x) = x̂TH2x̂ − f x̂ + G2 where H2 = HHT and f = 2 ∗ GHT
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practical heuristic algorithm of constructing the equivalent sets for this privacy-preserv-
ing framework in "Heuristic algorithm" section.

Domain‑expert adversaries

As we mentioned in "Introduction" section, domain-expert adversaries could view public 
attributes, as well as they are able to validate the authenticity of private attribute values. 
Here, we start by showing that if adversaries hold the prior knowledge of the non-triv-
ial attribute correlation, the privacy guarantee Pv[Bj] for the equivalent set with virtual 
tuples cannot be achieved.

We consider a simple case that domain-expert adversaries can validate a private attrib-
ute B1 by knowing a set of public attributes SA . We denote the prior knowledge of the 
attribute correlation as SA ⇒ B1 , where SA is a determinant set of public attributes, and 
B1 is a dependent private attribute. Note that this attribute correlation exists when there 
are functional dependency and/or inevitable dependency between attributes in the data-
set. In reality, the adversary can acquire such prior knowledge of non-trivial attribute 
correlation by being/consulting a domain expert or using data mining techniques [20] to 
explore correlations between attributes. For example, based on the personal information 
(e.g., gender, ethnicity, age, blood type) which stored as public attributes and published 
in public medical data repositories, genetic epidemiologists can generally conclude a 
dominant gene is associated with a particular disease by the candidate-gene approach. 
Therefore, domain-expert adversaries could know that some candidate values violate the 
correlation of SA ⇒ B1.

As stated in "Framework with virtual tuples" section, constructing Ev by virtual tuples 
for victim tuple v, we can construct an equivalent set Ev = {v, t1, . . . , tk} , where v ∈ D , 
t1, . . . , tk  ∈ D and v[Bj], t1[Bj], . . . , tk [Bj] ∈ VB

1  . We assume that domain-expert adver-
saries can retrieve CB

j = {v[Bj], t1[Bj], . . . , tk [Bj]} by arbitrary attacking methods. From 
discussed above, according to SA ⇒ Bj , domain-expert adversaries could know that

We now can prove that the ESVT loses its privacy guarantee Pv[B1] when facing the 
attack from domain-expert adversaries:

Remember that when constructing ESVT, we generate equivalent tuples for each v 
merely based on query workload and the assumption of domain-ignorant adversaries. 
As shown above, once te[B1] can be excluded from CB

1  when known SA ⇒ B1 , the privacy 
guarantee loses.

Especially, it is a considerable detrimental threat to the ESVT of cardinality 2. Under 
this circumstances, suppose domain-expert adversaries can retrieve CB

j = {v[Bj], t[Bj]} , 
one can notice that there are only two candidate values in CB

j  : v[Bj] are targets, and t[Bj] 
are virtual values. Assume that domain-expert adversaries hold the prior knowledge of 
correlation SA ⇒ Bj , in the worst-case scenario, domain-expert adversaries know that 
every t[Bj] is invalid. Therefore ∀v[Bj] = CB

j \t[Bj] ; domain-expert adversaries then can 

(10)∃v[B1] = CB
1 \ te[B1], e ∈ {1, . . . , k}.

(11)P′
v[B1]

=

(

1−
1

|CB
1 | − k

)

∗ 100 < Pv[B1], where 1 ≤ k < |CB
1 |.
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conclude that CB
j = {v[Bj]} . Recall that the adversary’s goal is to maximize Function (5). 

In this case, adversaries would have gA = 100% for every v[Bj].
So far, we have seen how domain-expert adversaries could break the privacy guarantee 

mentioned in (3), and thereby cause the detrimental consequence of privacy disclosure. 
In reality, there are a number of prior knowledge that potentially can be used to vali-
date the private attribute. In following sections, to protect privacy under attacks from 
domain-expert adversaries, we propose and give the design of constructing equivalent 
set with true tuples. Then we prove that the privacy guarantee is achieved no matter 
what prior knowledge domain-expert adversaries hold. We also give an optimization 
algorithm and investigate the cost.

Design

We have shown above that domain-expert adversaries can break the privacy guarantee 
of ESVT in "Framework with virtual tuples" section, so that the necessity of designing 
a robust privacy-preserving framework is unquestionable. In this subsection, we pro-
pose a framework that constructs equivalent sets with true tuples, which we will refer 
to as Equivalent Set with True Tuples (ESTT). This framework offers the same degree of 
privacy guarantee for private attributes as mentioned in (3), even under the attack from 
domain-expert adversaries. We must point out that the new design is different with the 
design of ESVT in "Framework with virtual tuples" section. Intuitively, each equivalent 
set consists of true tuples only in this new framework. In other words, here we avoid 
generating tuples that violate the prior knowledge of domain-expert adversaries. Instead, 
we use existing tuples in the dataset because they comply with potential prior knowledge 
of domain-expert adversaries (e.g., the attribute correlation as we discussed in "Domain-
expert adversaries" section). Note that in this paper, we only consider that users are will-
ing to input true information which complies with prior knowledge.

Definition 3  If there are at least l “valid” candidate values for every private attribute in 
equivalent sets, we call it l-candidate equivalent set, where l ≤ min(|VB

j |) , j ∈ {1, . . . ,m′}.

As we mentioned in "Ranked retrieval model" section, in the ranking model, for each 
tuple t, t[B1], . . . , t[Bj] ∈ VB

j  . And in ESTT, t ∈ D . Therefore, one can find out that the 
maximal |CB

j | is the minimum |VB
j | . Therefore, l ≤ min(|VB

j |) in the l-candidate equiva-
lent set.

Privacy guarantee: The l-candidate equivalent set can achieve the same privacy guar-
antee as the framework with virtual tuples even if adversaries are domain-expert adver-
saries. We denote the equivalent set as Ev = {v1, . . . , vk} , where v1, . . . , vk ∈ D . Note that, 
the same as constructing Ev in "Framework with virtual tuples" section, in each Ev we 
make s(v1|q) = s(v2|q) = · · · = s(vk |q) . It is exceedingly important that v1, . . . , vk share 
the same public attributes. One can find out that all values in CB

j  satisfy SA ⇒ Bj because 
v1, . . . , vk are true tuples. Adversaries have to conclude that v1[Bj], . . . , vk [Bj] are possible 
true values for v1 . Therefore, SA ⇒ Bj cannot be used to exclude any candidate values 
from CB

j  . Here, we give our privacy guarantee. Assume that the target of adversaries is 
Bj , and adversaries are able to retrieve CB

j  by arbitrary attacking methods. In this case, 
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since there are at least l “valid” candidate values for private attribute Bj , which means 
|CB

j | ≥ l , according to (3):

The privacy guarantee is achieved by ESTT. As we mentioned above, the framework can 
defend attacks from domain-expert adversaries who hold the prior knowledge of attrib-
ute correlation. We now extend the general assumption that domain-expert adversaries 
can hold any non-trivial prior knowledge. Consider the simplest ESVT, which is 2-can-
didate equivalent set. It guarantees at least 2 valid candidate values for each Bj . Thus, 
according to (12), P′

v1[Bj]
≥ (1− 1

2 ) ∗ 100% . The privacy guarantee is achieved. Further-

more, for adversaries, the goal is to maximize Function (5). In this case, adversaries 
would have gA = 50% for every v1[Bj] . Obviously, we limit the probability of adversaries 
to get the correct private attribute value of the victim tuple to 50%.

Secondly, it is important to set proper size for l-candidate equivalent set when consid-
ering the practicability in real web databases. Admittedly, if we put n′ tuples that share 
the same public attributes into a single equivalent set Ev , it could satisfy the l-candi-
date requirement. However, it is impractical because every tuple in Ev will return the 
same score since s(v1|q) = s(v2|q) = · · · = s(vn′ |q) . Thereby the ranking function loses 
its functionality. Here we introduce the set size k, which is the number of tuples in a 
l-candidate equivalent set.

Definition 4  When a l-candidate equivalent set contains k different true tuples, respec-
tively, we call it l-candidate equivalent set with k-tuples, where k ≥ l , and l ≤ min(|VB

j |) , 
j ∈ {1, . . . ,m′}.

Note that each Ev must have at least l “valid” candidate values for every private attrib-
ute, and there must be enough tuples in each l-candidate equivalent set so that k ≥ l.

Thirdly, we introduce a key technique that is adopted in the process of constructing 
ESTT—Data Obfuscation, which transforms the original data to random data [21]. It is 
widely used in protecting data privacy; for example, in [22], they added a random noise 
to the victim tuple so that the true value is disguised. Ideally, under the limitation of 
set size k and requirement of l-candidate values, if we can find enough tuples that their 
private attributes value are mutually different, or at least |CB

j | ≥ l, ∀j ∈ {1, . . . ,m′} , we 
put them together to construct a Ev . However, we cannot avoid the circumstances that 
the ∃|CB

j | < l probably because VB
j  lacks diversity or in the process of constructing last 

few Ev . Under these circumstances, in order to maintain |CB
j | ≥ l, ∀j ∈ {1, . . . ,m′} for 

every Ev , otherwise privacy guarantee cannot be achieved, we use the Data Obfusca-
tion to conceal original private attribute values by assigning random values. Specifically, 
regarding a Ev , assign l different values to v1[Bj], . . . , vk [Bj] , respectively, so that even-
tually |CB

j | ≥ l in this Ev . One can know that, for any CB
j  , it is better to keep every true 

value appearing in v1[Bj], . . . , vk [Bj] , and then try to randomly pick other non-repeated 

(12)P′
v1[Bj]

=

(

1−
1

|CB
j |

)

∗ 100% ≥

(

1−
1

l

)

∗ 100%.
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value(s) that satisfy the constrain of SA ⇒ Bj . In the end, every private attribute looks 
real for the adversaries and also satisfies the requirement of l-candidate.

Implementation We now provide the implementation of the algorithm for con-
structing privacy-preserving equivalent sets with true tuples for a given database 
D and two input variables l and k. The algorithm is straightforward—we start with 
partitioning D into small groups based on public attributes. Then constructing 
l-candidate equivalent set with k-tuples recursively among each partition by add-
ing unprotected tuples until the size of set reaches k. Specifically, for a given Ev , 
where Ev = {v1, . . . , vk} , if there are at least l “valid” values existing in every private 
attribute, no more action is needed. However, if the number of “valid” values for 
any private attribute is smaller than l, the Data Obfuscation on corresponding pri-
vate attributes is enforced. Thirdly, we mark all tuples in Ev as protected. Continue 
constructing the l-candidate equivalent set with k-tuples until no more Ev with 
the size of k can be constructed. Gather the remaining unprotected tuples into an 
equivalent set and enforce Data Obfuscation for any private attribute which cannot 
hold the privacy guarantee. Repeat the process of constructing Ev in each partition. 
In the end, each Ev achieves l-candidate condition with k-tuples. We give detail in 
Algorithm 2.

Algorithm 2: l-candidate equivalent set with k-tuples
Input: l, k, D, m, m
Output: Ev

1 if l > min(V B
i ) or l > k then

2 return FALSE ;
3 else
4 Partition(D, m);
5 for i = 0; i < (CountPartition(D,m)) do
6 Pick(v1, . . . , vk ∈ Partitioni(D,m));
7 for i = 0; i < m do
8 if Lcandidate (v1[Bi], . . . , vk [Bi]) ≥ l then
9 return (v1[Bi], . . . , vk[Bi]);

10 else
11 Obfuscation (v1[Bi], . . . , vk[Bi]));
12 if Lcandidate (v1[Bi], . . . , vk[Bi]) ≥ l then
13 return (v1[Bi], . . . , vk[Bi]);
14 end
15 end
16 end
17 return Ev;
18 end
19 end

For example, the construction of 2-candidate equivalent set with 2-tuples, that 
Ev = {v1, v2} , where v1[Bj] �= v2[Bj] , j ∈ {1, 2, . . . ,m′} . We start with partitioning data 
into different partitions based on public attributes. Then construct equivalent set by 
selecting two true tuples among the partition. If necessary, enforce Data Obfuscation 
on private attributes where both tuples share the same attribute value. Then mark 
these two tuples as protected. Continue constructing equivalent sets until no more 
equivalent set can be constructed. In the end, for each partition group, either no 
more tuple need to be protected so that we can jump to next partition, or one tuple 
v is still unprotected then we need to enforce the Data Obfuscation on v. Recursively 
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execute the constructing process until every tuple in D is marked as protected. Next, 
we analyze its utility loss and provide an optimal solution.

Utility optimization

In "Utility loss measurement" section we give the measurement of U . In "Utility opti-
mization" section, an optimal algorithm is given with minimum U , where the mini-
mum U can always be found since the algorithm keeps constructing and screening 
virtual tuples based on query workload W. It uses the following Eq. (13), that given 
input W, minimize 

∑|W |
i=1 |Rank(v|qi)− Rank′(v|qi)|.

However, minimizing U is not a practical optimal algorithm here. Firstly, one can 
observe that optimizing 

∑|W |
i=1 |Rank(vj|qi)− Rank′(vj|qi)| in Eq. (13) is difficult. Because 

we enforce the data obfuscation in constructing the equivalent sets, the Rank′(vj|qi) is 
dynamically changing when different values are assigned to v[Bj] . Secondly, one can 
observe that fundamentally, Algorithm  2 is looking for equivalent tuples that have as 
many of the same private attributes as possible regarding query workload W, and put 
them into the same equivalent set. It indeed reduce the utility loss for given W; however, 
for the rest of n− |W | possible queries, the utility loss actually increases.

One can know that the expected global utility loss can be represented as Eq. (14). 
For all possible n queries, the Exp(U) is the same. However, data obfuscation brings 
information loss which leads to decrease in the functionality of score function s(t|q). 
Therefore, without considering query workload and maximizing the functionality of 
score function s(t|q), in this subsection, we introduce a better measurement for the 
utility loss of l-candidate equivalent set with k-tuples, which is the number of data 
obfuscation.

In real web databases, minimizing the total number of data obfuscation is an optimiza-
tion because it reduces information loss while protecting privacy. Here we define the 
utility optimization problem of l-candidate equivalent set with k-tuples as follows:

Definition 5  The optimization problem of l-candidate equivalent set with k-tuples is 
to find the solution that obfuscates the fewest number of private attribute values.

For l-candidate equivalent set with k-tuples Ev , k ≥ l , and l ≤ min(VB
j ) for any 

j ∈ {1, . . . ,m′} , we construct Ev which satisfy the fewest number of data obfuscation 
on private attribute values. We prove that the optimization problem of 2-candidate 
equivalent set with 2-tuples is a NP-complete problem.

Lemma 1  Minimum length Hamiltonian circuit problem is NP-complete.

(13)

U =

n
�

j=1





|W |
�

i=1

|Rank(vj|qi)− Rank′(vj|qi)| +

n
�

i=|W |

|Rank(vj|qi)− Rank′(vj|qi)|



.

(14)Exp(U) =
1

n

n
∑

j=1

n
∑

i=1

|Rank(vj|qi)− Rank′(vj|qi)|.
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Proof  Let Same(vα , vβ) be the number of same attribute values between vα and vβ . 
Suppose we have n tuples in D, and choose a partition which contains e tuples that 
have the same public attributes. We can get the following matrix table:

Based on Table 1, we can construct an undirected graph G, where the vertex is the 
tuple vi where i ∈ {1, 2, . . . , e} and the edge weights are Same(vα , vβ) from the matrix. 
As we can know, G is a complete graph that every pair of distinct vertices is con-
nected by a unique edge. Figure 1a is an example based on 4 tuples in a P to construct 
a complete graph. Therefore, G exists Hamiltonian Circuit. However, according to 
Lemma 1, finding the Minimum Length Hamiltonian Path is NP-complete. In Fig. 1b, 
the red line path shows a Hamiltonian Circuit.  

Lemma 2  Minimum Length Hamiltonian Circuit ≤P Optimization problem of 2-candi-
date equivalent set with 2-tuples

We now proof optimization problem of 2-candidate equivalent set with 2-tuples is 
NP-complete. Without loss of generality, we select a partition P where {v1, v2, ..., ve} ∈ P 
as well as v1, v2, ..., ve share the same public attributes. Next, we reduced the optimiza-
tion problem of 2-candidate equivalent set with 2-tuples to Minimum Length Hamil-
tonian Path. In the optimization problem of 2-candidate equivalent set with 2-tuples, 
intuitively, we pair every two tuples and the goal is to minimize the total weights. Since 
we have the Minimum Length Hamiltonian Path, which visits each vertex exactly once, 
we can find a polynomial time function, f, that constructs the optimization solution of 
2-candidate equivalent set with 2-tuples by removing edges from the Minimum Length 

Table 1  Vertex matrix

v1 v2 v3 v4 . . . ve

v1 0 Same(v1, v2) Same(v1, v3) Same(v1, v4) . . . Same(v1, ve)

v2 Same(v1, v2) 0 Same(v2, v3) Same(v2, v4) . . . Same(v2, ve)

v3 Same(v1, v3) Same(v2, v3) 0 Same(v3, v4) . . . Same(v3, ve)

v4 Same(v1, v4) Same(v2, v4) Same(v3, v4) 0 . . . Same(v4, ve)

. . . Same(. . .) Same(. . .) Same(. . .) Same(. . .) . . . . . .

ve Same(v1, ve) Same(v2, ve) Same(v3, ve) Same(v4, ve) . . . 0

Fig. 1  a Hamiltonian circuit in b 



Page 18 of 25Yan et al. Comput Soc Netw             (2019) 6:6 

Hamiltonian Path. Therefore, Minimum Length Hamiltonian Path ≤P Optimization 
problem of 2-candidate equivalent set with 2-tuples. � �

Heuristic algorithm

We have shown that the optimization problem of 2-candidate equivalent set with 
2-tuples is NP-complete. We thereby propose a heuristic algorithm to construct 2-can-
didate equivalent set with 2-tuples. The heuristic algorithm is a slight modification of 
Algorithm  2—we make a slight modification on the function of Pick by applying the 
greedy algorithm. We call it Sorted Weight Algorithm.

We give the detail of Sorted Weight Algorithm as follows: we start with partitioning D 
into small groups based on public attributes. Without loss of generality, we assume that 
each partition has n′ tuples. Among each partition, compute Same(tα , tβ) , where α  = β . 
Store Same(tα , tβ) to the corresponding cell in the matrix as shown in Table 1. Sort the 
values in matrix by increasing weight. Then start to construct 2-candidate equivalent set 
with 2-tuples by recursively picking tuples that have the smallest weight edges. If at least 
l “valid” values exist in every private attribute regarding to the two picked tuples, no 
more action is needed. However, if the number of “valid” values for any private attribute 
is smaller than l, the Data Obfuscation on corresponding private attributes is enforced. 
Then we mark these two tuples as “protected” and decrease their weights regarding 
other tuples to +∞ . Continue constructing the l-candidate equivalent set with k-tuples 
until no more Ev with the size of k can be constructed. Gather the remaining unpro-
tected tuples into an equivalent set and enforce Data Obfuscation for any private attrib-
ute which cannot hold the privacy guarantee. Repeat the process of constructing Ev in 
each partition. In the end, each Ev achieves 2-candidate condition with 2-tuples. The 
time complexity of Sorted Weight Algorithm is O(n).

Experimental results
Experimental setup

Hardware and platform

All our experiments were performed on a Mac machine running Mac OS with 8 GB 
of RAM. The algorithms were implemented in Python and Matlab. We implement the 
ESTT as 2-diversity equivalent set with 2-tuples.

Dataset

We used a real-world dataset from eHarmony to verify the utility and efficiency of our 
privacy-preserving framework. eHarmony dataset contains 486,464 tuples and 53 attrib-
utes, of which more than 30 are boolean [23]. In the experiment of computing attack 
success guess rates, we picked 5 attributes as users’ public attributes as well as picked 
other 5 attributes as users’ private attributes. The respective domain size of public attrib-
utes are 5, 2, 2, 5, 6, and the respective domain size of private attributes are 5, 2, 2, 5, 6. 
In the experiment of measuring performance, among all available attributes, we ran-
domly picked 10 attributes as public attributes, and varied the number of private attrib-
utes as 5, 10, and 15, respectively. We also picked 10 attributes as private attributes, and 
varied the number of public attributes as 5, 10, and 15, respectively. After removal of 
duplicate tuples, we sampled n = 300,000 tuples without replacement as our testing bed. 
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By default, we constructed a query workload of size 10 by randomly picking 10 tuples 
from the sample. And we used the ranking function from “Framework” section with all 
weights set to 1.

Performance measures

As explained in 2, our framework provides a certain degree of guarantee to privacy while 
minimize the total utility loss. In this section, we measure privacy by the probability of 
success guess in rank inference attack [1] and utility loss by one criterion: average top-k 
rank difference.

Experiments over real‑world dataset

In "Utility loss measurement" section, the utility of the database under our framework 
is defined by (4). In this section, we introduce average top-k utility loss as a practical 
metric to describe utility loss in real-world databases. The average top-k utility loss of a 
given database under privacy-preserving framework is defined as

where D′ = {t ∈ D|Rt < k or R′
t < k} and Rt/R

′
t denote the rank of tuple t before/after 

defense mechanism. Intuitively, Uavg is a measure of average change in rank within tuples 
that we are interested, i.e., tuples in top-k.

Evaluation of attack success guess rate

Figure 2 shows the probability of success guess over the dataset without protection, 
with ESVT and with ESTT. Theoretically, the adversary can achieve 100% success 
guess rate by using inference attack. In the case of attacking on the dataset with ESVT 

(15)Uavg =
1

|W | ∗ k ∗ |D′|

|W |
∑

i=1

∑

t∈D′

|min{Rt , k + 1} −min{R′
t , k + 1}|,

Fig. 2  Attack guess success rate
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and ESTT, the success guess rates are around 50% . It is because the adversary can 
retrieve two possible values for a private attribute from a equivalent set and cannot 
identify the true value from them. We can observe that with ESTT, the success guess 
rate is lower than 50%. It is because the victim may be applied suppression when con-
structing ESTT.

Evaluation of utility versus k We first investigated the performance of our algo-
rithms for different values of k. Figure  3 shows the average top-k utility loss of our 
algorithms with true tuples(true-tuple), virtual tuples(virtual-tuple), and a baseline 
algorithm(random), which constructs equivalent sets with randomly picked tuples. 
As expected, the average top-k utility loss of the baseline method is around 0.5 given 
diverse k values. The average utility loss of both virtual-tuple and true-tuple is lower 
than that of the baseline method, which indicates that our heuristic algorithms can 
reduce the utility loss while preserving privacy. We also observe that when the value 
of k increases, the utility loss will show a trend of first increase and then decrease. The 
reason is that as the number of tuples increases in top-k results, it is likely that tuples 
that are originally in the top-k results would have better chance to stay in the new 
top-k results after applying algorithms.

Utility loss versus m and m’ The first chart in Figs. 4 and 5 demonstrates the impact 
of query workload on average top-k utility loss of our algorithms with virtual tuples 

Fig. 3  EVSV and EVST vs. random

Fig. 4  Utility loss of EVSV



Page 21 of 25Yan et al. Comput Soc Netw             (2019) 6:6 

and true tuples, respectively. As expected, the size of query workload does not have 
any significant impact on the utility since the tuples in the query workload are ran-
domly generated.

Utility loss versus database size The second chart in Figs. 4 and 5 shows the impact of 
query workload on average top-k utility loss of our algorithms with virtual tuples and 
true tuples, respectively. As expected, the size of database does not have any significant 
impact on the utility when k(10 by default) is much smaller than the size of database.

Utility loss versus domain size of m We then investigate the utility loss under different 
numbers of public attributes with a fixed number of private attributes and under dif-
ferent numbers of private attributes with a fixed number of public attributes. The third 
chart in Figs. 4 and 5 shows the result produced by our algorithms with virtual tuples 
and with true tuples, respectively. In the case of the framework with true tuples, the util-
ity will decrease as the size of public attributes increases. When the size of public attrib-
utes increases, the number of tuples that have the same public attributes would decrease. 
Therefore, it is unlikely to decrease suppressions because of less choices under the cir-
cumstances of limited number of candidate true tuples. In the case of the framework 
with virtual tuples, the utility loss increases with more private attributes and decreases 
with more public attributes. It is due to the fact that with higher proportion of public 
attributes, tuples in the same equivalent set would have a higher proportion of common 
attribute values, which leads to less difference in score.

Utility loss versus weight ratio In this experiment, we fixed the weight of all private 
attributes to 1 and varied the weights of all public attributes from 1 to 3. The last chart 
in Figs. 4 and 5 shows that when weight ratio increases, the utility loss will decrease. The 
reason is that when the weight ratio increases, the suppressions and alternations applied 
to private attributes would have less influence to the score. Therefore, more tuples that 
are originally in the top-k results would have less rank differences after applying our 
algorithms.

Final remarks
In this paper, we addressed the issue related to privacy preserving in ranked retrieval 
model, which has been adopted widely to web databases. We proposed a privacy-pre-
serving framework to protect private attributes privacy which can defend not only the 
rank-based inference attack but also arbitrary attacks. We introduced a classification of 
adversaries and their capability. For domain-ignorant adversaries, we designed ESVT 
and proved its privacy guarantee. For domain-expert adversaries, we designed ESTT 
and proved its privacy guarantee. For both ESVT and ESTT, we developed heuristic 

Fig. 5  Utility loss of EVST
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algorithm, respectively, for practical situations under the consideration of minimizing 
the utility loss.

We would like to remark that in this paper, we showed that simple and efficient solu-
tions can be developed to deal with the privacy disclosure in ranked retrieval model with 
little utility loss.

Our works can be readily applied to existing web databases. We hope that these works 
initiate a new topic of privacy preserving in ranked retrieval model, and future research 
will discuss optimization of ESVT and ESTT.
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Appendix
Definition 6  For a tuple v in D, we create v’s equivalent set of cardinality 2, denoted 
by Ev = {v, t1} . The score of v considering Ev is s′(v|q) = s(v|q)+s(t1|q)

2  . We say t1 satisfies 
query q when for any tuple t(t /∈ Ev ) in D: (1) If s(v|q) < s(t|q) , then s′(v|q) < s′(t|q) , and 
if s(v|q) ≥ s(t|q) , then s′(v|q) ≥ s′(t|q).

The 2-Equivalent Set Problem is defined as: given a query workload Q and a database D, 
constructing |D| equivalent sets of cardinality 2 which satisfy the most queries in Q.

Definition 7  Given a 3-CNF formula � and a number k, decide whether there exists 
an assignment satisfying at least k of the clauses. We call the above problem Max-3Sat 
Problem.

Theorem 3  Max-3Sat ≤P 2-Equivalent Set Problem.

Proof  Let the reduction function f (�) = (D, s,Q,T ) take a Max-3sat problem as 
input and return a 2-Equivalent Set Problem. Without loss of generality, suppose 
� is a conjunction of l clauses and each clause is a disjunction of 3 variables from set 
X = {x1, . . . , xn} . We define database D as follows: D has 0 public attribute and n+ 2 
private attributes B1, . . . ,Bn,C1,C2 . Let VB

i  and VC
j  be the attribute domains for Bi and 
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Cj , respectively, i ∈ {1 . . . n} and j ∈ {1, 2} . Let VB
i = {0, 1, 2, . . . , r} and VC

j = {0, 1} . We 
define the score function s(t|q) as follows:

where

a.	 Db(t[Bi], q[Bi]) = 1 , iff t[Bi] = q[Bi],
b.	 Db(t[Bi], q[Bi]) = 0 , if t[Bi] �= q[Bi] or t[Bi] is null or q[Bi] is null,
c.	 Dc(t[Ci], q[Ci]) = 0 iff t[Ci] �= q[Ci] and,
d.	 Dc(t[Ci], q[Ci]) = 1 iff t[Ci] = q[Ci].

Now we want to construct a set of queries Q and a set of tuples T. First we construct 
a tuple v1 , assign v1[Bi] for i ∈ {1, . . . , n} with 0, and assign v1[Ci] for i ∈ {1, 2} with 0. 
Then we construct a tuple v2 , assign v2[Bi] for i ∈ {1, . . . , n} with i + 2 and assign v2[C1] , 
v2[C2] with 1, 0, respectively. Then for each clause in � we construct a query q such that 
q[Bi] = i iff the corresponding variable xi appears in the clause as xi , and q[Bi] = i + 1 
iff xi appears in the clause as ¬xi . We also set q[C1] = q[C2] = 0 . For example, if we 
have a clause C1 = (x1 ∨ ¬x2 ∨ x3) , then we should construct a query q1 such that 
q1[B1] = 1, q1[B2] = 3, q1[B3] = 3, q1[C1] = 0 , and q1[C2] = 0.

After constructing a query for each of the l clauses, we have a set of queries 
Q = {q1, . . . , ql} and a set of tuples T = {v1, v2} . Assume that we have already con-
structed a perfect equivalent set for v2 such that s′(v2|q) = s(v2|q) ∀q ∈ Q. Now we have 
a instance of Rank Inference Problem and we still need to construct the equivalent set 
for v1 . For an arbitrary query qi ∈ Q , we have s(v1|qi) = 1+ 1 = 2 and s(v2|qi) = 1 . Sup-
pose that the virtual tuple of v1 , denoted as t1 , satisfies qi . Because v1[C1] = v1[C2] = 0 , 
we have to set t1[C1] = t1[C2] = 1 for all qi . Note that s(v2|qi) = 1 < s(v1|qi) . Therefore, 
we have to ensure that s′(v1|qi) > s′(v2|qi) = s(v2|qi). Thus we have

Remember that we assign qi[Bz] with z or z + 1 based on the fact that xz appears in 
clause i in the form of xz or ¬xz , respectively. Thus, t1[Bz] = qi[Bz] infers that clause i is 
satisfiable.

As we proved above, the fact that t1 satisfies qi infers that the corresponding clause i is 
satisfiable. Thus suppose we have a solution t1 which satisfies at least k queries in Q. Then 
the assignment S:

(16)s(t|q) =

n
∑

i=1

Db(t[Bi], q[Bi])+

l
∑

i=1

Dc(t[Ci], q[Ci]),

(17)
s′(v1|qi) > 1

⇔ s(t1|qi) > 1

⇔ there exists at least one attribute Bz such that t1[Bz] = qi[Bz].



Page 24 of 25Yan et al. Comput Soc Netw             (2019) 6:6 

satisfies at least k clauses in �.

Now suppose that we have a solution x1, x2, . . . , xl for max-3sat problem which satisfies 
at least k clauses. Obviously the assignment S:

satisfies at least k queries in Q. � �

We now show that f is a polynomial time function. For a formula φ with n variables and 
l clauses, we construct 2 tuples which have n+ 2 attributes individually and l queries, 
each of which have 5 attributes. Thus f fulfills 2 ∗ (n+ 2)+ 5 ∗ l assignments, which can 
be done in polynomial time.

Theorem 4  2-Equivalent Set Problem is NP-hard

Proof  In 3 we proved that Max-3Sat problem can be reduced to 2-Equivalent Set Prob-
lem in polynomial time. Furthermore, an answer to 2-Equivalent Set Problem obviously 
can be validate within polynomial time. Thus 2-Equivalent Set Problem is a NP-com-
plete problem.�  �
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